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Abstract: There are a number of classification schemes for the software reliability models. These classification schemes follow different parameters for classification as SDLC (Software Development Life Cycle) based, failure count based, nature based, software architecture based, randomness based and data requirement based etc. Emphasis of this paper is on the Software Development Life Cycle based classification and then tries to attach these existing classification schemes with the KS Kaswan purposed classification scheme. This study will provide us a new classification approach, which would help to achieve better confidence level in model selection process.
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I. INTRODUCTION

A software reliability model is the form of a random process that describes the behavior of software failure with respect to time [1].

When we develop software, a number of faults are generated and these faults degrade the efficiency of the software. So to remove and estimate such type of errors in the software development, software reliability models help us. In the past few years a lot of work has been carried out in this field of software reliability models, as the consequences, lots of models are in the market today.

In the initial phase of development of software reliability models, these were viewed as a Birth and Death process by Hudson (1967).

But the first influential model was developed by Jelinski and Moranda (JM Model) in 1972. Later on there were many variations of the JM model in market. Goel and Okumoto (1979), Meinhold and Singpurwalla (1983), Karunanithi (1992), Popstojanova et al. (2000), Teng and Pham (2002), Aljahdali (2008), Sharma et al. (2010), Chatterjee et al. (2012), Inoue and Yamada (2013) and Zheng et al. (2013) and Tyagi and Sharma (2014) have their large contribute in this field.

This paper is organized as follows: section II includes existing classifications based on Software development cycle. In section III classification based on other parameters has discussed. Software Development Cycle Phases with Existing Reliability Models Classifications is given in section IV. Summarization of the whole work is given in section V. Finally, the paper concludes with section VI.
II. CLASSIFICATION BASED ON SOFTWARE DEVELOPMENT LIFE CYCLE (SDLC)

In the past few decades a number of software reliability models have been purposed, designed and modified. These models are very useful but some of these have also been suffered from a lot of critiques. To make it easy to select the best one among the existing models, many researchers’ categorized these models based on different parameters. In this section, we have reviewed the existing software reliability classification based on SDLC phases.

Ramamoorthy and Bastani [2] classified the existing software reliability models based on the phases of software development life cycle during which the model is applicable. These models are applicable during the testing, debugging, validation or operational phase.

K Sharma [3] discussed about the SDLC based classification of exiting software reliability models. In this classification, the models are categorized as the Requirement phase models, Design phase models, Implementation phase, Testing phase and Validation Phase models.

Zhanwei Hui [4] designed the classification scheme for software reliability models according to the Software Development cycle phases which includes the Requirement phase models, design phase models, Realization models, test and Confirm Phase models.

KS Kaswan [5] classified the models as the same as K Sharma [3] classification but this classification scheme also includes a new family of models as the User Domain models in the maintenance and Operation phase.

III. CLASSIFICATION BASED ON OTHER PARAMETERS

In this section we have reviewed the existing software reliability classification based on different parameters.

a. Based on Nature of Debugging Strategy

Ramamoorthy & Bastani (1986) classified the software reliability models in three categories as [6]

1. Reliability Growth Model
2. Seeding Model
3. Sampling Method Model

Reliability growth models measures and predicts the improvement of reliability through the debugging process. A growth function is used to represent the progress. There are two types of variables, dependent and independent. Reliability, failure rate or cumulative number of errors detected is dependent and time, number of test cases or testing stages are independent variables.
The error seeding models estimates the number of errors in a program by using the capture-recapture sampling technique. These errors can be divided into two categories as existing errors and seeding errors. Existing errors are estimated from the number of seeded errors.

b. Based on Nature of Failure Process

AL Goel (1985) divides models into four classes as given below [7]

1. Time between Failure Models
2. Failure Count Model
3. Fault Seeding Model
4. Input Domain Models

Time between failures models consider the time between failures for the process. Time between two consecutive failures follows a distribution which is depended on the number of remaining faults in the interval.

Failure count model consider the number of faults in specified time intervals rather than in times between failures. Failure rate parameters can be estimated from the observed values of failure counts or from failure counts.

In fault seeding models, a predefined number of artificially generated errors are seeded in the program code. Now by testing we detect the errors and find out the ratio between actual and artificial errors based on the total number of detected errors. This is used to assess software reliability and other relevant measures.

Input domain based models is based on the set of test cases from an input distribution which is assumed to be representative of the operational usage of the program. In this approach we divide the input domain into a set of equivalence classes. From the execution of these set of test cases we obtained the failures and on the behalf of these failures estimate the reliability.

c. Based on Unified SDLC

KS Kaswan (2015) classified the software reliability models according to the unified software development life cycle which includes the four phases as given below [8]

1. Inception
2. Elaboration
3. Construction
4. Transition

In the first phase, inception, of unified software development model, we set the scope of project with its boundary settings, estimate the cost.

In the second phase, Elaboration, continue work on the use-case model, sketch out application architecture and recognize the risk, deal with recognized risk factors to begin validating the system architecture. The final Elaboration phase deliverable is a sketch including expenditure and schedule estimates used for the Construction phase.

Third phase is the construction phase, Unified Modeling Language diagrams are used throughout this phase and encompass Collaboration, State Transition, Activity, Sequence and Interaction Overview diagrams. The implementation is the most significant body of work enhanced during construction.

In the final, transition phase, the system is hand over to the intended users and a complete system testing is being take place.
d. Based on Testing Process

PB Kysetti (2004) emphasized on Black Box and White Box models for software reliability models as given below[9].

1. Single System (White Box)

2. Multi Components System (Black Box)

This model considers the whole software as a single monolithic system and the structure of the model is not considered in the process of reliability estimation of the software system. These models not considered for the structure of the software. Its failure behavior is usually modeled using software reliability growth model.

Multi components based system uses the software architecture of the system. It’s a components based software modeling. These models fit in the testing method and the structure of the software being tested.

e. Based on White Box Modeling

White box models are those that model modular software systems considering the architecture of the system. Popstajanova and Trivedi (2001) classified the models as the given below [10]

1. State Based Models

2. Path Based Models

3. Additive Models

State based models uses the program flow graph to represent the architecture of the system taking into the consideration that modules transfer control has a Markov property. The system has the properties of discrete time Markov chain, continuous time Markov chain or semi Markov process.

Path based models has the same common steps as the state based models, consider software architecture with components and interfaces. Initially the different paths in system are obtained so that we can find these reliabilities along the path. The system reliability is the average of all the path reliabilities.

Additive based models do not consider explicitly the architecture of the software. In this class of models the emphasis is on estimating the overall application reliability by components failure data. Additive based models consider software testing phase and each component reliability is modeled by NHPP.

f. Based on Failure Counting Classification


1. Finite Failure

2. Infinite Failure

All Exponential, Weibull and Pareto are the finite failures categories models.

Software is not completely error free when mean value function of a particular model tends to infinity. Models come under the category of Infinite Failure Time Model.

g. Classification Based on Analytical Modeling

Pham (1999) [12] categories the models as given below:

1. Reliability Growth Models
2. Sampling Method Models

Reliability growth models measures and predicts the improvement of reliability through the debugging process. A growth function is used to represent the progress. There are two types of variables, dependent and independent. Reliability, failure rate or cumulative number of errors detected is dependent and time, number of test cases or testing stages are independent variables.

IV. NEW CLASSIFICATION APPROACH FOR EXISTING RELIABILITY MODEL

The integration of the existing classification will create a new structure that will be helpful in understanding the concept of reliability models applicability.

(A) There are two classification schemes, first one is purposed a new classification scheme based on applicability of software reliability models according to the software development life cycle phases including the maintenance phase, which plays a critical role in software development now a days in the competitive world. Second classification scheme based on Unified Software development life cycle, which is applicable on the same class of models.

Ramamoorthy and Bastani (1982), Kapil Sharma (2010)
KS Kaswan (2014)

Fig 2: Classification Based on SDLC and USDLC
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(B) The number of failures that can be experienced in infinite time is finite or infinite.

![Fig 3: Classification Based on Failure Counting](image)

(C) Software reliability models can be classified based on the nature of the failure process as given below:

![Fig 4: Classification Based on Nature of Failure Process](image)

(D) There are different debugging strategies for the software testing based on these strategies software reliability models can be classified into three different categories as given below:

![Fig 5: Classification Based on Nature of Debugging Strategy](image)
E) An analytical model requires some form of data gathered from software failures during software testing and prediction of SWR parameters from the fitted distribution. Analytical models can be further subdivided into Static Models and Dynamic Models based on time dependent behavior of collected data. [12]

(F) White box modeling approach to software reliability that takes into account the information about the architecture of the software made out of components.

(G) In this classification Software Reliability Models are divided into white box and black box models.
In this section we summarize the work done by the different authors in the classification of the software reliability models.

<table>
<thead>
<tr>
<th>Sr. No.</th>
<th>Author(s)</th>
<th>Year</th>
<th>Criteria for Classification</th>
<th>Proposed Phases by various author(s)</th>
<th>Examples</th>
<th>References</th>
</tr>
</thead>
<tbody>
<tr>
<td>1.</td>
<td>Ramamoorthy &amp; Bastani</td>
<td>1982</td>
<td>SDLC Phases</td>
<td>Development Phase, Correctness Measurement, Validation Phase, Operational Phase, Maintenance Phase</td>
<td>All existing phases are SDLC phases</td>
<td>[2]</td>
</tr>
<tr>
<td>7.</td>
<td>PB Kysetti</td>
<td>2004</td>
<td>Testing Process</td>
<td>Single System (White Box), Multi Components System (Black Box)</td>
<td>Architecture Based Model, SRGM, Input Domain Model Based Model</td>
<td>[9]</td>
</tr>
<tr>
<td>8.</td>
<td>K Sharma</td>
<td>2010</td>
<td>SDLC Phases</td>
<td>Requirement Phase, Design Phase, Implementation Phase, Testing Phase, Validation Phase</td>
<td>All existing phases are SDLC phases</td>
<td>[3]</td>
</tr>
<tr>
<td>9.</td>
<td>Zhanwei Hui</td>
<td>2011</td>
<td>SDLC Phases</td>
<td>Requirement Phase, Design Phase, Realization, Test, Confirm Phase</td>
<td>All existing phases are SDLC phases</td>
<td>[4]</td>
</tr>
<tr>
<td>10.</td>
<td>KS Kaswan</td>
<td>2014</td>
<td>SDLC Phases</td>
<td>Requirement and Analysis, Design, Coding and Implementation, Testing and Validation, Maintenance and Operation</td>
<td>All existing phases are SDLC phases</td>
<td>[6]</td>
</tr>
</tbody>
</table>
This table revealed that the existing software reliability models classifications can be attached with the different phases of the software development life cycle.

VI. CONCLUSION

This paper present an overview on the different existing classifications of software reliability models and showed how these classifications can be attached with the classification purposed by KS Kaswan. This paper will provide user an insight into the classification structure of such models that would be helpful in determining which model to use in a given software development environment. We can easily reject 80% of the models which is not useful for us as per requirement and choose the particular model out of the remaining which is not so difficult task.
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