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Abstract: It is often observed that DFA can have more states than the regular need but those states all not as efficient as they 

have to be, so those state increases the complexity. This paper is primarily concern  about the removal of those states to make 

DFA more efficient .DFA contain unreachable states that cannot be reached from initial state. DFA’s may also include dead 

states that cannot reached any accepting state that means neither unreachable states nor dead states can participate in 

scanning any valid string. Therefore we have to eliminated all such states in ordered to optimized processes.  
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I. INTRODUCTION 

A DFA for which all edges with the same label lead to a single vertex. DFA automata ‘accept’ the class of local languages, 

those for which connected of a word in the language is finding by a "sliding window" of length two on the word. DFAs were 

invented to model ‘real world’ finite state machines in contrast to the concept of a Turing machine, which was too general to 

study properties of real world machines. 

» DFAs are one of the most practical models of computation, since there is a trivial sequential time, constant-

space, online algorithm to simulate a DFA on a maximum of input. Also, there are efficient algorithms to find a DFA 

recognizing : 

» The complement of the natural language recognized by a given DFA. 

» The union/intersection of the natural languages recognized by two given DFAs. 

 DFAs can be minimizing to a ‘consequence form’ (minimal DFAs), there are also effective algorithms to determine: 

» Any DFA accepts any strings 

» Any  DFA accepts all strings 

» Any two DFAs recognize the same language 

» The DFA with a lowest number of states for a particular regular language 

II. PROPOSED ALGORITHM 

In this proposed algorithm first of all we have generated useful states before minimization. If we generate useful state then 

useless state (unreachable state) will remove simultaneously. Initially we proposed initial state as a final state and obtain only 

one input symbol from initial state and move simultaneously with changing accepting input symbol state. In the fig1 input 
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symbol is ‘a’, ‘b’ because outgoing symbol of state q0 is ‘a’, ‘b’. Input symbol ‘a’ and ‘b’ both is rejecting so we can see view 

trace by JFLAP simulator and finalized all state including accepting input symbol. 

 
Fig 1:Deterministic Finite Automata with useless states    

 

 
Fig 2: Multiple Run with ’a’ and ‘b’ input symbols 

After that take another input string, taking input string as per proposed rule that means all input take simultaneously with 

string length is one that means only one symbol included at a time. As shown in below fig3: 

 
Fig 3: Multiple run with ‘one length’ and ’two length’ input symbols. 

 

In this fig3 if we have taken input symbol ‘ab’, ‘bc’, ‘bd’, ‘be’, ‘ba’ and ‘bb’. Input symbol ‘bb’ and ‘ab’ are accepting but 

input symbol. ‘bc’, ‘bd’, ‘be’ and ‘ba’ are rejecting so we can see view trace by JFLAP simulator and finalized all state 

including accepting input symbol . Input symbol ‘bb’ and ‘ab’ are accepting but input symbol so state q2 and q1 is also a final 

state. Remembering that all the input symbol start with initial state. After that taking next input string as shown in below fig: 
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Fig 4:DFA with after finalized all state that include accepting input symbols 

 

 
Fig 5: Multiple Run with ‘One, Two and Three Length’ Input Symbols. 

In fig.4 some state is finalizing because this state including accepting input symbol again we have taken next input symbol. 

If no any input symbol is accepting then we have taken next possible input symbol. Again if no input symbol accepting then 

repeats it whenever all possible input not finished. 

 
Fig 6: DFA with after finalized all state that include accepting input symbols 

 

 
Fig 7: Multiple Run with All Possible Input Symbols 
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In fig.6 we can see all taking string is accepted that means no any useful state remaining for generating technique of useful 

state in deterministic finite automata. When all possible input taken so we will remove all non-final state.  

In fig. 8 final state indicate accepting string generated by using these state and non- final state indicated no any string 

generated by using these state.  

 
Fig 8:Deterministic Finite Automata With Without Unreachable State. 

In the above fig.8 all final state available and no any non- final state available. Final state shows these state are including in 

accepting string . Now next step for proposing technique, remove all finalized label of state except initialized form means in 

initial form of deterministic finite automata initial state was q0 and final state was q1 so these state are not same as a previous 

form and all updated label should be remove. As shown in below fig.9  

 
Fig 9:Deterministic Finite Automata with Useful State 

Algorithm: 

INPUT: A= (Q,�,δ, ,qf) – Deterministic finite automata. q0

OUTPUT: A’= (Q’,�,δ’,q0’,qf’) – Deterministic finite automata without unreachable state 

» For (q € Q)  /*all state belong to given set of deterministic finite automata *\  

» Go to (qi <- Initial State) /* go to initial state *\ 

» And MAKE qi<- Final State 

» If (δi-Fi ->qf) /* this show transition function if any state reach to final state that means input string is accepted * 

» MAKE qi+1-Fi <-  Final State /* if any iteration for accepting state then all the state including in this iteration should be 

final state*\ 

» Else  

» qi ->qnext /*if input string is not accepted then move to another state qnext *\ 

» END Else 

» END if 

» END For 
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» For (q’ € q’f ) /*after checking all possible input string according to proposed technique all useful state should be final 

state*\ 

» If (q’ €! q'f) Then /* unreachable state*\ 

»  q’ <- Remove /* remove unreachable state*\ 

» END if 

» END For 

» For (q’i € q’f) /* after removing unreachable state all useful state present and all state should be final state *\ 

»  if(qinitial € q’f) Then /* checking proposed initial state is final or not *\ 

» qinitial<- previous position /* if proposed initial state is final the it will form previous state*\ 

» Else 

» q’f  €qfThen /* all proposed state is final state*\ 

» q’f<- Previous position /* all proposed state become previous state*\ 

» END Else 

» END if 

» END For. 

III. EXPERIMENTAL RESULTS 

The objective of this paper is primarily done for removing unreachable states and dead states by using inefficient state 

elimination approach. In this paper the primarily focus for removing unreachable state and dead state by using proposed 

approach. In this particular approach, at a time only single outgoing symbol have to take. First of all we have moved from initial 

state and checked how many outgoing symbol present in this state after we have taken only one symbol from start state. We can 

check which state follows this symbol that means how many state present for generating accepting symbol by using view trace 

of JFLAP simulator. Primarily we know about how to generate Deterministic Finite Automata after that check for useful or 

unreachable state and dead state in deterministic finite automata. 

Step 1:- First of all we clicked JFLAP simulator when simulator open in new window then we have selected state creator 

button. In this simulator if we want to create state then we have to drag state creator symbol. As shown in below fig it show 

state q0,q1,q2,q3,q4,q5,q6,q7, q8,q9 and q10 are the state if we want to change name of this state then we have changed name 

by selecting attribute editor and clicking right on symbol and go to set name. 

Step 2: After generating state by state creator in JFLAP simulator then second important task is creating initial state and 

final state. In JFLAP simulator next editor uses that means we have used attribute editor button for creating initial state and final 

state. In given below example state q0 is an initial state and state q4 is a final state in below given deterministic finite automata. 

State q0 denote (add) arrow symbol after using attribute editor and state q4 denote double circle by attribute editor using JFLAP 

simulator. 

 
Fig 10: Creating state by JFLAP simulator 



Amit et al.,                                                        International Journal of Advance Research in Computer Science and Management Studies 
                                                                                                                                          Volume 3, Issue 12, December 2015 pg. 20-28 

 © 2015, IJARCSMS All Rights Reserved                                                   ISSN: 2321‐7782 (Online)                                                    25 | P a g e  

 

 
Fig 11: Creating initial and final state 

 

In fig4.3 state q0 and q4 are initial and final state respectively. 

Step 3: After step 2 another important task remaining that means how input symbol show in deterministic finite automata 

for this problem we can use JFLAP simulator for generating transition from one state to another state. In JFLAP simulator 

transition creator button available so we can select transition creator button and drag this button one state to another state. After 

clicking one box generated and we will put symbol in this box. In below example ‘a,b,c’ and ‘d’ are input symbol and this 

symbol use for transition from one state to another state. 

 
Fig 12: Generating Transition By Given Input Symbol ‘a’,’b’, ‘c’ and ‘d’ 

In above fig from state q0 to q1 input symbol ‘a’ taking that means from state q0 to q1 transition symbol is ‘a’. And this 

symbol using for generating any type of string. Also this symbol uses transition function. 

Step 4: After using step 3 we will see deterministic finite automata generated but this type of deterministic finite automata 

is not a well form because in this automata unreachable state and dead state are available in proposed example state q6,q7,q8 are 

unreachable state. So next task is removing this type of state from deterministic finite automata. For this task we use JFLAP 

simulator in this simulator we will go to input box and select multiple run then one new window open as shown in below fig. in 

this window table text size given in this part to column present first is input and second is result. 
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Fig 13: Open New Window for Putting Input Symbol and Check in Input Result 

In above fig.13 we can see below part of this window is given five button we can use as a require task example for if we 

want to check input result is accepted  or rejected then we can click run input. 

Step 5: After opening new window we can put input in given option. In below fig input ‘a’, and ’b’ taking because form 

initial state q0 outgoing transition is four ‘a’, and ‘b’. After putting input symbol we will click ‘RUN INPUTS’ button for check 

in which input string is accepted or rejected. As shown in fig .14   

 
Fig 14: Taking Input Symbol ‘a’,’b’ From Initial State q0 

 

Step 6: After putting all possible input we have selected or click ‘RUN INPUTS’ button and see all result of input symbol is 

accepted this is easily know about any researcher for which state is unreachable that means if any state didn’t participate or not 

including in accepting state then this type of state will not be considered useful for deterministic finite automata. So in next state 

this type of state will be removed. 

 
Fig 15: Taking All Possible Input Symbol 
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Step 7: After step 6 we get to know about which state is useful and which state is useless so finally we will remove 

unreachable state by using JFLAP simulator ‘Delete’ button. And we have seen all useful state is in final state so in next state 

we will remove final  state and finalize in initial position with ought including unreachable state. 

 
Fig 16: Removing All Unreachable State 

 

Step 8:- When all non-final state got removed by step 7 after that initializing all the state of given deterministic finite 

automata that means remove label of modifiable state. After that remaining state is called a useful state. After that only useful 

state remaining. So, apply this approach for generating useful state. After applying this approach all unreachable state is 

removed and only useful state is remaining. 

 
Fig 17: Useful State Remaining 

 

IV. CONCLUSION 

In this paper we primarily aimed at the removal of unreachable and dead state of deterministic finite automata. We have 

followed simple approach for generating useful state by proposed approach in this work. We have chosen JFLAP simulation for 

removal of inefficient state of deterministic finite automata. If the proposed technique apply for generating useful state then both 

unreachable state and dead state would simply removed. If we have gone through with contemplated technique or approach, 

then the number of steps for taking input is lesser than running technique. After selecting useful state we have minimized  

simply of deterministic finite automata.  
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